Systematic Review of Trends and Gaps in Collaborative Software Engineering in the Cloud
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Abstract—This paper presents a review of trends and challenges in collaborative Software Engineering. Due to the nature and size of large-scale Software Engineering projects, effective collaboration is important and necessary. Hence, it is not uncommon to see the adoption of a remix of practices, models, methodologies, tools and skills. However, this remix, alongside adoption of emerging paradigms such as Cloud computing, results in factors that undermine collaborative Software Engineering projects. This paper aims to provide a systematic review and analysis of existing trends, models and challenges. This is with a view towards fostering better understanding of factors undermining the collaborative Software Engineering process, as well as, helps to identify motivations, gaps, and issues pertinent to this research area for a more effective process in the Cloud. A systematic approach was employed in this research. This approach is instrumental to identifying relevant primary studies. Its design provides a means for continuity in terms of any future extension to this review.
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I. INTRODUCTION

Currently in the software development industry, there exist different trends and development environments promoting vendor-specific range of tools. These contribute to the introduction of new factors undermining the collaborative software development process. The result of this include: complexities that undermine collaboration in the process; failure to efficiently capture all related contexts at each stage of the software development lifecycle; oversights, misunderstandings, and lack of synchronized understanding of requirements, artefacts and other related information at each stage of the software development lifecycle; risk of inadequacy of current practices and methodologies; risk of inadequacy of software developed due to lack of explicit theoretically-grounded architectures; increasing chances of vendor lock-in scenarios; standardization issues, compliance, interoperability issues, etcetera.

The factors mentioned above, among others discussed later in this paper, negatively impact collaboration within the development process. This necessitates the need to review and analyze existing trends, models and practices. It is with the aim of identifying motivations, gaps, challenges, and issues pertinent to this research area. This lays the groundwork for synthesizing new approaches, models and theoretical foundations to underpin and adapt suitable methodologies for a more sustainable, context aware, collaborative process.

In order to ensure verifiable findings, as contribution to existing body of knowledge, research in the area of Software Engineering needs the adoption of the structured, systematic literature review approaches [1]. Part of the downside to employing this approach is that it can be resource-intensive and time consuming, thereby, necessitating the need to strike a balance between rigour and requisite effort [1], [2].

II. METHODOLOGICAL APPROACH

This research starts off by systematically reviewing literature from the parent discipline – Software Engineering, to ascertain trends. It then proceeds to review literature related to the research problem area – collaborative software development in the Cloud, along with other related concepts. This was done using an adapted systematic approach [3]. The review analyzes existing body of knowledge with respect to Software Engineering trends, and relating to the software development process. It proceeds to review collaborative software development process. It then moves on to review related concepts, and how they could be leveraged to enhance the process. The review builds a case for modifying the existing process, through analysis of existing body of knowledge in the domain area. This is to further strengthen the relevance and need for a more efficient and context-aware development process.

Table 1 presents the query strings used in the search and retrieval of literature for review. This was done using Mendeley, a reference manager useful for finding, storing, managing and correlating academic research materials and libraries [4]. Mendeley was chosen because of its reasonably fair approximation of research databases, such as Scopus. It has one of the largest databases in terms of research articles and journal coverage, and traffic [5]. The search for literature was restricted to a decade timeline. This is to minimize risk of using obsolete and irrelevant information; and to maximize the limited duration of the research project and resources. However, this comes with the risk of missing out on useful foundational knowledge within the research area, due to the restricted scope, in terms of the chosen duration, as well as the research management tool. The effect of this is minimized through additional manual search.
TABLE I. QUERY STRINGS FOR SYSTEMATIC LITERATURE SEARCH

<table>
<thead>
<tr>
<th>Area of literature search/topic</th>
<th>Query strings</th>
<th>Time span</th>
<th>Number of articles before de-duplication</th>
<th>Number of articles after 1st tier de-duplication</th>
</tr>
</thead>
</table>

1st tier de-duplication involved merging articles with fields where details match, or, are conflicting using the capabilities present in Mendeley [4]. 2nd tier de-duplication involved exporting data in an xml format into Excel. In Excel, it underwent further de-duplication process by using the ‘Remove Duplicates’ functionality within Excel to easily identify fields that contain duplicate data. Combining these fields to form a composite set allowed further identification and removal of duplicates. This de-duped data table was then normalized, reviewed, and analysed using charts and a combination of methods involving open and axial coding [6]. This helped to identify gaps, challenges, issues, concepts, categories, ideas, and existing relationships and applications. This method was useful for generating themes, patterns and categories, as well as, for testing generated data against any existing data [7]. It was also useful for better understanding and describing the gaps, challenges, issues, concepts, categories, ideas, and existing relationships and applications [8].

The charts in Fig. 1, 2, 3 and 4, highlight the timely relevance of this research project as can be seen from the proximity value of the coefficient of determination, $R^2$. However, the coefficient of determination, $R^2$, does not indicate the cause of the relatively lower research effort in this research area, neither does it indicate the level of appropriateness of the chosen independent variable. This approach to literature review, played an important role in definition of research themes, key dimensions, related concepts, as well as facilitating efforts towards the generation of taxonomies and ontologies [9]. The information generated was via analysis and review of data presented, in line with context, experience and understanding of authors, and this research [8].
III. REVIEW OF SOFTWARE ENGINEERING TRENDS AND ITS RELEVANCE

Software Engineering is a discipline that seeks to take away randomness in the way software is developed. This is achieved by establishing and applying systematic, disciplined and procedural approaches, principles, practices, frameworks, models, and methodologies to the design, development, and testing of software products and the management of the development process [10], [11]. A typical Software Engineering process involves harmonious interaction between: a set of people with various skills, an environment, tangible and intangible artefacts; towards achieving an end goal [12]. However, factors such as constant changing needs and requirements, affect the harmonious interactions between the different aspect of the process, and ultimately the end goal. This gives rise to a constant need for adequate processes and environments that can adapt or react appropriately to changing contexts, to ensure continuously meeting end goals and outcomes. This need drives Software Engineering trends [13].

The Software Engineering trend timeline in Fig. 5 captures the state of Software Engineering, by identifying various underlying phenomena and trends influencing the evolution of Software Engineering practices. This timeline gives rise to predictions about the future of Software Engineering and the development process, based on observed trend pattern [14]–[16]. Verifying the veracity of these predictions and ascertaining relevance and usefulness, can be done by calibrating the prediction after reviewing the build up to the prediction [17]. Calibrating the prediction helps in identifying the current trends that were predicted, and those that were not predicted. The timeline diagram reveals that the problems of Software Engineering remain fundamentally the same. Over time, these problems have morphed into different forms identified by the different labels or terminologies, and still prevail till date. These include:

- demand, growth and diversity (issues affecting productivity, scalability, collaboration);
- software differences (issues affecting integration, interoperability and compliance); and
- skills shortfall (technological issues).

The timeline also reveals trends that have contributed in ways such as continuous integration, collocation of customers, more simplistic designs, short development builds or increments, and pair programming, etcetera, towards collaborative software development e.g. Agile methods, etc.

However, the impact of these contributions have been mostly felt in small projects, but not so much in larger projects [14], [16]. The trends timeline positions collaboration as a spotlight issue of this decade, because of factors such as: scale issues, clashes in models, platforms and technologies, global connectivity issues, business needs and requirements, efficiency, and security issues. All these contribute to spur on research and development efforts, and resulting into new trends [2], [3], [14], [18]–[25].

Investigating and developing better ways of tackling issues and challenges in collaborative software development is not just about another trend in Software Engineering. It is more about responding to both existing and evolving Software Engineering and business needs, in alignment with, available resources and technologies of the time [26]. Equally important is the development and implementation of practices and context-aware mechanisms, in line with predicted future trends likely to influence Software Engineering [14]–[16], [27], [28]. This is towards allowing Software development processes and practices to adapt and evolve appropriately. It is also about fostering better understanding of considerations for planning and developing right approach, architecture, strategy, process and support mechanisms, to enhance and sustain collaborative software development processes.

The trends, though a means to an end, introduce factors such as complexity and diversity due to distribution, and
differentiation at different levels. These include: hardware level, the software level, cultural aspects, and the software development activity phases. The identified trends undermine and impact the inherent existing collaboration within collaborative software development processes. This results in the need for more efforts toward supporting the existing collaboration. It also emphasizes the need for more efforts towards enhancing and creating more context-aware collaborative processes that would be adaptive, or harder to undermine. Analysis of the trends timeline and the calibration of the predicted trends highlight increasing dependence of organizations, products, services and systems. It indicates:

- a gradual trend of software-defined or software-enabled ecosystems;
- a need for competitive differentiation;
- rapid adaptability to change;
- a need for facilitation of rapid adaptation of products to align with business and client requirements; and
- a need for reliability and security of software-defined systems or ecosystem.

Addressing these needs will entail changes to the way software is defined, designed, developed, and deployed.

IV. OVERVIEW OF COLLABORATIVE SOFTWARE DEVELOPMENT LIFECYCLE PROCESS

The Software development process refers to the entire process of developing software. It includes: a team, interactions, framework of activities, set of practices providing guidelines for designing, developing, testing, deploying, maintaining and managing software [29]. This process spans the entire development lifecycle from conceptualization of software, to the retirement or decommissioning of the software. This process is usually embodied in a defined high-level abstraction usually referred to as a software development model [30]. The stages of the development process are not always set in stone, neither are the boundaries of the stages always clearly delineated or differentiated [31], [32]–[34], but the activities are usually, by consensus [40]–[42], centered around addressing questions like:

- What needs to be done – requirement gathering and analysis
- How to do what needs to be done – design
- Doing what needs to be done – development
- Verifying, validating and evaluating the solution – testing
- Deploying or handing over the solution to client or customer or user - deployment
- Ensuring the solution remains useable – maintenance.

Addressing these questions above, gives rise to tasks or activities, which make up stages or phases of the software development process. Software development models are used to facilitate and coordinate these tasks or activities to transform problem definitions and requirements into software [29], [30], [33], [35]. Table 2 presents a cross-sectional summary and comparison of some popular software development models.

The collaborative software development lifecycle process, simply put, refers to how all stakeholders within a software development project, work together on various activities, throughout the software development lifecycle, to achieve a common goal or outcome [36]. The goal in this instance refers to the design, development, and release or deployment of the software. This collaborative development process is one giant activity, made up of sub-activities, involving requirements that undergo transformations via interactions, to yield knowledge-based artefacts. The artefacts from preceding activities mediate and influence succeeding activities. They also form the basis for verifying and validating each stage of the process, until the end goal is achieved. A typical software development project usually comprise: a team, made up of people of diverse cultures, skillset, technical expertise, technological and non-technological viewpoints, either. This team work together on different tasks, or separately on complementary tasks, at different stages of the process, towards a common goal. This calls for efficient collaboration and management in the software development process via a variety of tools or medium [27], [41] (see Fig. 6).
<table>
<thead>
<tr>
<th>Category</th>
<th>Differentiating Aspects</th>
<th>Plan-driven</th>
<th>Agile</th>
<th>FOSS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Characteristic Themes</td>
<td>Underlying Philosophical objective</td>
<td>Seeks to establish and ensure reliability, predictability and stability</td>
<td>Seeks quick ways of adding value to business, as well as adaptation to changes</td>
<td>Mainly seeks to ensure freedom for user</td>
</tr>
<tr>
<td>Disciplined definition</td>
<td>Formal – Defined stages and activities</td>
<td>Formal – Agile Manifesto</td>
<td>Informal – works on voluntary collaboration</td>
<td></td>
</tr>
<tr>
<td>Development Cycles</td>
<td>Sequential and Relatively longer</td>
<td>Iterative + relatively shorter + more focus on testing</td>
<td>Iterative + relatively shorter + more focus on testing + free software</td>
<td></td>
</tr>
<tr>
<td>Focus of development activities</td>
<td>Sequential processes and documentation</td>
<td>Customer collaboration</td>
<td>User participation and four freedoms – run code, study code, improve code, and distribute code</td>
<td></td>
</tr>
<tr>
<td>Location emphasis</td>
<td>Favors both co-location and geographically distributed stakeholders or team members</td>
<td>Emphasis on co-location</td>
<td>Favors both co-location and geographically distributed stakeholders or team members</td>
<td></td>
</tr>
<tr>
<td>Release period</td>
<td>Relatively less frequent</td>
<td>Relatively more frequent</td>
<td>Same as in Agile</td>
<td></td>
</tr>
<tr>
<td>Documentation</td>
<td>Relatively more documentation</td>
<td>Relatively less documentation</td>
<td>Same as in Agile</td>
<td></td>
</tr>
<tr>
<td>Client involvement</td>
<td>Relatively lower</td>
<td>Relatively higher</td>
<td>Relatively lower</td>
<td></td>
</tr>
<tr>
<td>Reliance on tool support for development tasks</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>Overall goal</td>
<td>Improvement of software development process</td>
<td>Improvement of software development process</td>
<td>Improvement of software development process</td>
<td></td>
</tr>
<tr>
<td>Other</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

| Examples | | | |
|----------|----------|------------------|
| Waterfall, Unified process (e.g. as implemented in IBM’s Rational) | Extreme, Scrum, Kanban, Crystal, Rapid Application Development (RAD), Lean Development methodology, GNU, Linux, Apache, Mozilla |

<table>
<thead>
<tr>
<th>Typical number of activity stages</th>
<th>0-4</th>
<th>5-9</th>
</tr>
</thead>
<tbody>
<tr>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
</tbody>
</table>

| Prominent challenge and issues | | | |
|--------------------------------|-----------------|-----------------|
| Less client involvement, long development times, inflexibility with management of changes in requirements, delays and development backlog, more predictive than reactive | Less concrete planning, size of team is relatively smaller, less emphasis on documentation, can be tasking for the team in terms of time commitment, product evolution may be quite different from that envisaged, more reactive than predictive | Varies |
| Communication | Emphasis on formal communication | Emphasis on informal communications | Varies |
| Control/Management | Approaches and implements control through structure | Approaches and implements control through flexibility | Varies |
| Planning | Tends to be more upfront | Tends to be on-going as and when | Varies |

| Similarities and dissimilarities | | | |
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V. Collaborative Software Development in the Cloud

One of the most adopted definition of Cloud computing, defines the paradigm as “… a model for enabling convenient, on-demand network access to a shared pool of configurable computing resources (e.g. networks, servers, storage, applications, and services) that can be rapidly provisioned and released with minimal management effort or service provider interaction” [43], [44]. This definition captures main characteristics Cloud computing, which constitute some of the most attractive features of the Cloud, as well as, represents the strengths from where a lot of the benefits attributed to the Cloud come from. Pre-Cloud setups were characterized by: reliance on silo-like architectures that were difficult to scale; resource waste; complex administrative and management functions; less agility towards change; high capital and operational costs [40], [42], [43]. Benefits of Cloud computing include [37]–[39], [44]–[48]:

- Enabling opportunities for sustainable models of computing and businesses;
- relatively higher degrees of flexibility, productivity and scalability;
- faster and larger scale of computation, processing and sharing;
- wider accessibility and greater availability;
- cost savings and efficiency;
- scalable resources for storage, backup and recovery;
- relatively easier setting up of customized environments and quicker deployments;
- agility;
- facilitation of innovation and R&D;
- adaptability;
- extensibility and opportunities for all stakeholders to collaborate; and
- provides framework or platform for integrating technologies and platforms to promote more sustainable strategies.

The advent of Cloud computing has brought about a myriad of service provisioning options. This has resulted in the consumption of resources as services on a pay-per-use basis. This greatly favours organizations and companies with limited resources [49]. Since the emergence of Cloud computing, more efforts are now directed towards exploiting and leveraging cloud computing for the range of benefits and advantages it offers, mostly as services. This is evident in the range of Cloud applications and services springing up and used by organizations [50], [51]. However, there are certain challenges and issues in Cloud Computing which would need consideration [52], [53], [55], [56]. These include:

- security issues;
- vendor lock-in and interoperability issues;
- portability issues;
- efficiency of automation considerations;
- performance issues;
- availability and integrity of relevant information;
- handling uncertainty about heterogeneity, content type, location of client, bandwidth unpredictability, dynamic workload variations, workflow schedules, architecture and resource optimization; and
- context awareness and reproducibility within contexts.

Some of these issues mentioned above are partly inherited, due to Cloud Computing being a paradigm that leverages a couple of other technologies [49], [51], [57]. Effect of the changes brought about by the Cloud Computing trend can be seen in the paradigm shift from use of desktop IDEs to Cloud APIs, in building software projects. Various Cloud services providers have their own API offerings, often built on top of their IaaS offerings [54]. The benefits and advantages offered by the Cloud, amongst other features and characteristics makes the case for the suitability of Cloud Computing for Cloud-based Collaborative Software Development. The Cloud allows for rapid provisioning of resources as web services, which could be harnessed to achieve much needed rapid responsive development, and provide the environment that could enhance the collaboration needed [50], [58]. Leveraging the Cloud would require the adaptation of existing collaborative software development processes to align with the capabilities of the Cloud. However, this is likely to raise issues for legacy applications and existing management practices and methodologies of software development projects [54]. Issues to contend with include: considerations regarding existing processes, applications, practices and methodologies used in Software development projects. An attempt is made in this research project to summarize strengths, weaknesses, opportunities, and threats of Cloud computing via SWOT analysis to highlight aspects of Cloud Computing that need to be critically considered and evaluated, and others that need to be further exploited for more benefits. Table 3 summarizes the findings from the SWOT analysis carried out.
Majority of R&D efforts in Collaborative software development process in the Cloud concentrate mostly, on specific aspects of the process, more than others, giving rise to lopsided or unbalanced collaboration within the process. Efforts devoted towards Collaborative Software Development life cycle process in general, and within Cloud context, have been mainly in the areas of [29], [30], [67]:

TABLE III. A SWOT ANALYSIS OF CLOUD COMPUTING

<table>
<thead>
<tr>
<th>STRENGTHS (INTERNAL)</th>
<th>OPPORTUNITIES (EXTERNAL)</th>
</tr>
</thead>
<tbody>
<tr>
<td>• Scalable and elastic infrastructure</td>
<td>• Shared resources</td>
</tr>
<tr>
<td>• On-demand self-service</td>
<td>• Broad network access.</td>
</tr>
<tr>
<td>• Measured usage: pay-as-you go</td>
<td>• Promotes mobility and accessibility</td>
</tr>
<tr>
<td>• Agility. Ease of resource provisioning and pooling</td>
<td>• Scalable and elastic</td>
</tr>
<tr>
<td>• Broad network access</td>
<td>• Infrastructure</td>
</tr>
<tr>
<td>• Provider assurances of over 95% availability rate</td>
<td>• Ease of resource provisioning</td>
</tr>
<tr>
<td>• Minimal management effort</td>
<td>• Ease to setup and ease of implementation</td>
</tr>
<tr>
<td>• Regular and easy update</td>
<td>• Service-nature of resources</td>
</tr>
<tr>
<td></td>
<td>• e.g. accessing resources as web services</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>WEAKNESSES (INTERNAL)</th>
<th>THREATS (EXTERNAL)</th>
</tr>
</thead>
<tbody>
<tr>
<td>• Absence of universally accepted Cloud interoperability standards</td>
<td>• Legislative issues: lack of international regulatory legal precedents or framework</td>
</tr>
<tr>
<td>• Requires a fast and constant internet connection for best performance</td>
<td>• Security issues, privacy and risks such as insider threat</td>
</tr>
<tr>
<td>• Dependency on provider, to an extent</td>
<td>• Ownership of data and services</td>
</tr>
<tr>
<td>• Inability to predict peak and trough periods for resource usage</td>
<td>• Scheduled and unscheduled service failures and outages</td>
</tr>
<tr>
<td>• Service agreement changes and API changes</td>
<td>• Auditability of services/data</td>
</tr>
</tbody>
</table>

- asynchronous collaboration;
- more support for coding and deployment stages of the software development process;
- collaborative software development from the standpoints of trust and privacy;
- collaboration in isolated aspects of the software development process, such as coding activities, or design activities, or testing activities, version control repositories;
- non-cloud-based collaborative software development process;
- use of open-source tools for contributing, improving, and managing code; and
- integrating social networking and communication features with the development process.

Although these efforts represent valid contributions and important enablers, they are still missing important aspects that enable a more holistic process, with solid theoretical foundation [27], [59]–[61]. Leveraging the Cloud to enhance the development process is necessary for the following reasons:

- To help address inefficiencies and inconsistencies of the traditional process and environments.
- To align the development with current trends and changing business requirements.
- To leverage new concepts, frameworks and methods for a more optimal development process.
- For economies of scale and efficient use of resources, tighter collaboration, efficient management from automation and context-aware linking and sharing of information.
<table>
<thead>
<tr>
<th>Main gaps identified</th>
<th>Summary Comments</th>
</tr>
</thead>
</table>
| ➢ Need for Cloud-based context-aware Collaborative software development architectures with explicit theoretical foundation [3], [55], [59]–[63] | ➢ Emerging technologies change the way software is accessed, utilised, stored and maintained. They introduce or emphasize new considerations such as: distribution, more complexity and more contexts. There is need to develop reliable software for continuous adaption to changing requirements.  
➢ Current innovative solutions rely on results from mix of successful and failed implementations, as well as glitches. |
| ➢ Need for effective capture and representation of context data and all related data across entire life cycle process, in a Cloud-agnostic format for generation of actionable insights [2], [15], [22]–[25], [64]–[67] | ➢ Insufficient context data and other related data are sometimes poorly collected, completely missed, ignored, misunderstood, or poorly applied.  
➢ Requirements, artefacts from various activities, action plans, feedback, and other important related information necessary to achieve a goal are sometimes not clearly and accurately defined, and agreed upon by all concerned. |
| ➢ Need for effective ways for managing complexity across stages of Cloud-based life cycle development process to ensure synchronous collaboration and verifiable outputs/outcomes at various stages of the process [1], [20], [46], [64], [69] | ➢ Certain disciplines such as the engineering disciplines, are usually guided, constrained and regulated by physical laws that ensure regularity and a way of keeping complexity in check. Conversely, Software Engineering is not easily regulated by physical laws.  
➢ Observed impact include:  
  i) Growth in complexity of software artefacts and the life cycle process.  
  ii) Differences and difficulty in understanding, developing and testing in the right way and correctly.  
  iii) Increased need to challenge and validate results via some form of empirical effort. |
| ➢ Need for adequate ways for benchmarking Cloud-based collaborative development and testing [17]–[19], [21], [62], [68] | ➢ The existing standards are not adequate and mostly generic. Does not expressly cater for analysis, assessment and measurement of the Cloud-based collaborative development process. |

There is growing activity from industry in Cloud-based collaboration, with a lot of emphasis in content management, sharing and storage, but relatively less in collaborative software development. Although some notable industry players, have managed to make breakthroughs in collaborative Cloud-based software development, there is little detailed documentation available [37], [46]. Table 4 presents a summary of the most commonly identified issues and challenges, which presents as gaps.

VI. CONCLUSION

For effective collaboration to occur within the software engineering process in the Cloud, mere communication and coordination are not enough. Companies who have transitioned their development environments to the Cloud, have started realizing benefits such as: cost reduction in hardware; relatively accelerated software development life cycle process via reduction of time and effort needed to set up development and testing environments; unified management; service and functionality expansion; on-demand provisioning and access to resources and development environments. Collaborative Software development lifecycle process in the Cloud, presents complexities and contexts, amidst other factors, that need to be considered during the process. These are sometimes underestimated, ignored, or sometimes not given enough consideration and planning. This undermines the collaboration in the process, randomizes the process, and impacts the ability to facilitate a reproducible, sustainable, context-aware collaborative lifecycle development process in the Cloud. This is one of the motivations for this research.

Other motivations include: need for identification of reliable ways of managing and measuring collaboration and other success factors within the process; need for new methodologies and ways of enhancing effective collaboration within the lifecycle development process; need for effective ways of managing complexity and ensuring synchronous regularity, as well as, verifiable outputs and outcomes at the

| TABLE IV. SUMMARY OF GAPS IN CLOUD-BASED COLLABORATIVE SOFTWARE DEVELOPMENT |
various stages of the collaborative development process. Also, development of key dimensions for analysing and benchmarking the process is essential for continuous process improvement and sustainability. Being able to consistently reproduce the enhanced process would require standardization in the form of frameworks, architectures and standards.
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